**Trees**

One of the most striking and widely used feature in data structures is Tree. In this note you are going learn about tree. And I am sure that by the end of the tutorial you will be able to clearly figure out the concepts of trees and I will discuss some of the classical problems on treesSo lets start with our discussion on trees.

How typically a tree looks like in data structure. Here is a sample-
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**Some terminologies used in trees:**

* **Root** – The top node in a tree.
* **Child** – The just next nodes connected downwards.
* **Parent** – The converse notion of child.
* **Siblings** – Nodes with the same parent.
* **Descendant** – a node reachable by repeated proceeding from parent to child.
* **Ancestor** – a node reachable by repeated proceeding from child to parent.
* **Leaf** – a node with no children.
* **Internal node** – a node with at least one child.
* **External node** – a node with no children.

**Binary Search Tree**

Now you might be surprised why used "search" keyword here. There is not much difference in terms of looks between binary tree and binary search tree. The difference is that the left sub tree nodes will have value smaller than that of node and the right sub tree nodes will have value greater than that of node.This allows searching in O(log n) for balanced binary search tree.

How typically a tree looks like in data structure. Here is a sample-
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**Application of Trees**

1. Manipulate hierarchical data.
2. Make information easy to search (see tree traversal).
3. Manipulate sorted lists of data.
4. As a workflow for compositing digital images for visual effects.
5. Router algorithms

**How trees are declared in programming?**

struct node

{

int data; //the element

struct node\*left; //pointer to left node

struct node\*right; //pointer to right node

};

**Creation of node.**

*Simple node*

Struct node root;

*Pointer to a node*

Struct node\*root;

root=(node\*)malloc(sizeof(node));

In the case of pointer to node, we have to explicitly allocate memory of node type to the pointer. (this method is preferable).

*Utility Function Returning Node*

struct node\*newnode(int element)

{

struct node\*temp=(node\*)malloc(sizeof(node));

temp->data=element;

temp->left=temp->right=NULL;

return temp;

}

**Insertion**

*Recursive Insert*

struct node\* insert(struct node\* root, int data)

{

if (root == NULL) //If the tree is empty, return a new,single node

return newNode(data);

else

{

//Otherwise, recur down the tree

if (data <= root->data)

root->left = insert(root->left, data);

else

root->right = insert(root->right, data);

//return the (unchanged) root pointer

return root;

}

}

*Iterative Insert*

struct node\* insert(struct node\* root, int data)

{

struct node \*n = newNode(data);

if (node == NULL)

return n;

struct node \*temp = root;

while(temp)

{

if (data < temp->data)

{

if (temp->left == NULL)

{

temp->left = n;

break;

}

temp = temp->left;

}

else if (data > temp->data)

{

if (temp->right == NULL)

{

temp->right = n;

break;

}

temp = temp->right;

}

else

break;

}

return root;

}

**Traversal**

There are mainly *three* types of tree traversal. But we consider one more type of traversal i.e. level order traversal.

*PreOrder Traversal* - In this traversal technique the traversal order is root-left-right.

void perorder(struct node\*root)

{

if(root)

{

printf("%d ",root->data); //Printf root->data

preorder(root->left); //go to left sub tree

preorder(root->right); //go to right sub tree

}

}

*InOrder Traversal* - In this traversal technique the traversal order is left-root-right. This is the only traversal in BST which gives sorted order data.

void inorder(struct node\*root)

{

if(root)

{

inorder(root->left); //go to left sub tree

printf("%d ",root->data); //Printf root->data

inorder(root->right); //go to right sub tree

}

}

*PostOrder Traversal* - In this traversal technique the traversal order is root-left-right.

void postorder(struct node\*root)

{

if(root)

{

postorder(root->left); //go to left sub tree

postorder(root->right); //go to right sub tree

printf("%d ",root->data); //Printf root->data

}

}

*Level Order Traversal* - In this traversal technique we print tree level wise. Level order traversal can be done using a queue, The concept is to enqueue the root of the tree and print the front element of the queue and enqueue the left and then right node of the tree perform the same while queue is not empty. For eg : The level order traversal for the BST shown above is - 8 3 10 1 6 14 4 7 13

void printLevelOrder(struct node\* root)

{

int rear, front;

struct node \*\*queue = createQueue(&front, &rear);

struct node \*temp\_node = root;

while(temp\_node)

{

printf("%d ", temp\_node->data);

/\*Enqueue left child \*/

if(temp\_node->left)

enQueue(queue, &rear, temp\_node->left);

/\*Enqueue right child \*/

if(temp\_node->right)

enQueue(queue, &rear, temp\_node->right);

/\*Dequeue node and make it temp\_node\*/

temp\_node = deQueue(queue, &front);

}

}

Time Complexity:O(n)

**Maximum Depth or Height of a Tree**

The idea is to do a postorder traversal and maintaining two variables to store left depth and right depth and return max of left and right depth.

int maxDepth(struct node\* node)

{

if (node==NULL)

return 0;

else

{

/\* compute the depth of each subtree \*/

int lDepth = maxDepth(node->left);

int rDepth = maxDepth(node->right);

/\* use the larger one \*/

if (lDepth > rDepth)

return(lDepth+1);

else

return(rDepth+1);

}

}

Time Complexity:O(n)

**Tree to its Mirror Tree**

The idea is to traverse the tree in postorder and after calling left and right subtree swap the pointers of the node.

void mirror(struct node\* node)

{

if (node)

{

struct node\* temp;

/\* do the subtrees \*/

mirror(node->left);

mirror(node->right);

/\* swap the pointers in this node \*/

temp = node->left;

node->left = node->right;

node->right = temp;

}

}

Time Complexity:O(n)

**Diameter of a Tree**

The diameter of a tree (sometimes called the width) is the number of nodes on the longest path between two leaves in the tree. The diagram below shows two trees each with diameter nine, the leaves that form the ends of a longest path are shaded (note that there is more than one path in each tree of length nine, but no path longer than nine nodes).

![enter image description here](data:image/gif;base64,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)

int diameter(struct node \* tree)

{

/\* base case where tree is empty \*/

if (tree == 0)

return 0;

/\* get the height of left and right sub-trees \*/

int lheight = maxDepth(tree->left);

int rheight = maxDepth(tree->right);

/\* get the diameter of left and right sub-trees \*/

int ldiameter = diameter(tree->left);

int rdiameter = diameter(tree->right);

/\* Return max of following three

1) Diameter of left subtree

2) Diameter of right subtree

3) Height of left subtree + height of right subtree + 1 \*/

return max(lheight + rheight + 1, max(ldiameter, rdiameter));

}

Time Complexity:O(n^2)

**Maximum Width of Binary Tree**

In this method we create a temporary array count[] of size equal to the height of tree. We initialize all values in count as 0. We traverse the tree using preorder traversal and fill the entries in count so that the count array contains count of nodes at each level in Binary Tree.

int getMaxWidth(struct node\* root)

{

int width;

int h = height(root);

// Create an array that will store count of nodes at each level

int \*count = (int \*)calloc(sizeof(int), h);

int level = 0;

// Fill the count array using preorder traversal

getMaxWidthRecur(root, count, level);

// Return the maximum value from count array

return getMax(count, h);

}

// A function that fills count array with count of nodes at every

// level of given binary tree

void getMaxWidthRecur(struct node \*root, int count[], int level)

{

if(root)

{

count[level]++;

getMaxWidthRecur(root->left, count, level+1);

getMaxWidthRecur(root->right, count, level+1);

}

}

// UTILITY FUNCTIONS

// Compute the "height" of a tree -- the number of

//nodes along the longest path from the root node

//down to the farthest leaf node.

//int height(struct node\* node)

{

if (node==NULL)

return 0;

else

{

/\* compute the height of each subtree \*/

int lHeight = height(node->left);

int rHeight = height(node->right);

/\* use the larger one \*/

return (lHeight > rHeight)? (lHeight+1): (rHeight+1);

}

}

Time Complexity:O(n^2)

**Printing root to leaf paths one per line**

*Algorithm:*

initialize: pathlen = 0, path[1000]

/\*1000 is some max limit for paths, it can change\*/

/\*printPathsRecur traverses nodes of tree in preorder \*/

printPathsRecur(tree, path[], pathlen)

1) If node is not NULL then

a) push data to path array:

path[pathlen] = node->data.

b) increment pathlen

pathlen++

2) If node is a leaf node then print the path array.

3) Else

a) Call printPathsRecur for left subtree

printPathsRecur(node->left, path, pathLen)

b) Call printPathsRecur for right subtree.

printPathsRecur(node->right, path, pathLen)

*Program:*

void printPathsRecur(struct node\* node, int path[], int pathLen)

{

if (node==NULL) return;

/\* append this node to the path array \*/

path[pathLen] = node->data;

pathLen++;

/\* it's a leaf, so print the path that led to here \*/

if (node->left==NULL && node->right==NULL)

{

printArray(path, pathLen);

}

else

{

/\* otherwise try both subtrees \*/

printPathsRecur(node->left, path, pathLen);

printPathsRecur(node->right, path, pathLen);

}

}

/\* Utility that prints out an array on a line \*/

void printArray(int ints[], int len)

{

int i;

for (i=0; i<len; i++)

printf("%d ", ints[i]);

printf("\n");

}

Time Complexity:O(n)

**Print nodes at k distance from root**

Idea is to modify preorder traversal with maintaining a variable k, and with every iteration check it k is equal to zero if so then print that element, if not the decrement k by one.

void printKDistant(node \*root , int k)

{

if(root == NULL)

return;

if( k == 0 )

{

printf( "%d ", root->data );

return ;

}

else

{

printKDistant( root->left, k-1 ) ;

printKDistant( root->right, k-1 ) ;

}

}

Time Complexity:O(n)

**Check if binary tree is BST or not.**

While doing In-Order traversal, we can keep track of previously visited node. If the value of the currently visited node is less than the previous value, then tree is not BST.

int isBST(struct node\* root)

{

static struct node \*prev = NULL;

// traverse the tree in inorder fashion and keep track of prev node

if (root)

{

if (!isBST(root->left))

return 0;

// Allows only distinct valued nodes

if (prev != NULL && root->data <= prev->data)

return 0;

prev = root;

return isBST(root->right);

}

return true;

}

Time Complexity:O(n)